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**Цель работы**:

Изучить работу с файлами и механизмы сериализации данных.

**Задание на лабораторную работу**:

Модифицировать приложение из предыдущей лабораторной работы, реализовав сохранение в файл и загрузку данных из файла. Предусмотреть сохранение данных, как в текстовом виде, так и в двоичном (с использованием механизма сериализации). Для этого нужно добавить 4 кнопки для сохранения и загрузки в текстовом и двоичном виде соответственно. Кроме того, в программе нужно предусмотреть использование стандартного диалога открытия файла (JFileChooser).

Результат работы:
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![](data:image/png;base64,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)

**Вывод:**

В ходе лабораторной работы изучил работу с файлами и механизмы сериализации данных.

**Приложение А**

**Листинг**

NumExcetion.java:

public class NumException extends Exception{

String message;

NumException(String except\_message)

{

this.message = except\_message;

}

@Override

public String toString()

{

return ("NumException trigger: " + this.message);

}

}

RecIntegral.java:

public class RecIntegral implements Serializable {

private String lowerIntegral;

private String upperIntegral;

private String integralStep;

private String integralResult;

public RecIntegral(String lowerIntegral, String upperIntegral, String integralStep) throws NumException {

if (Double.valueOf(lowerIntegral) < 0.000001

|| Double.valueOf(lowerIntegral) > 1000000

|| Double.valueOf(upperIntegral) < 0.000001

|| Double.valueOf(upperIntegral) > 1000000

|| Double.valueOf(integralStep) < 0.000001

|| Double.valueOf(integralStep) > 1000000) {

throw new NumException("Numbers must be between 0.000001 and 1000000");

}

this.lowerIntegral = lowerIntegral;

this.upperIntegral = upperIntegral;

this.integralStep = integralStep;

this.integralResult = "0";

}

public RecIntegral(String lowerIntegral, String upperIntegral, String integralStep, String integralResult) throws NumException {

if (Double.valueOf(lowerIntegral) < 0.000001

|| Double.valueOf(lowerIntegral) > 1000000

|| Double.valueOf(upperIntegral) < 0.000001

|| Double.valueOf(upperIntegral) > 1000000

|| Double.valueOf(integralStep) < 0.000001

|| Double.valueOf(integralStep) > 1000000) {

throw new NumException("Numbers must be between 0.000001 and 1000000");

}

this.lowerIntegral = lowerIntegral;

this.upperIntegral = upperIntegral;

this.integralStep = integralStep;

this.integralResult = integralResult;

}

public void setResult(String integralResult) {

this.integralResult = integralResult;

}

public String getLowerIntegral() {

return this.lowerIntegral;

}

public String getUpperIntegral() {

return this.upperIntegral;

}

public String getIntegralStep() {

return this.integralStep;

}

public String getIntegralResult() {

return this.integralResult;

}

public double calculateIntegral() {

double l = Double.valueOf(this.lowerIntegral);

double h = Double.valueOf(this.upperIntegral);

double s = Double.valueOf(this.integralStep);

double n = (h - l) / s;

double result = 0;

for (int i = 1; i < n - 1; i++) {

double index = l + i \* s;

result += Math.sin(index);

}

result += (Math.sin(1) + Math.sin(h)) / 2;

result = s \* result;

this.integralResult = Double.toString(result);

return result;

}

}

JFrame.java:

package Var8;

import java.io.BufferedInputStream;

import java.io.BufferedOutputStream;

import java.io.BufferedReader;

import java.io.File;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import java.io.ObjectInputStream;

import java.io.ObjectOutputStream;

import java.util.\*;

import javax.swing.JFileChooser;

import javax.swing.JOptionPane;

import javax.swing.table.DefaultTableModel;

public class JFrame extends javax.swing.JFrame {

/\*\*

\* Creates new form JFrame

\*/

public JFrame() {

initComponents();

}

/\*\*

\* This method is called from within the constructor to initialize the form.

\* WARNING: Do NOT modify this code. The content of this method is always

\* regenerated by the Form Editor.

\*/

@SuppressWarnings("unchecked")

// <editor-fold defaultstate="collapsed" desc="Generated Code">

private void initComponents() {

jTextField1 = new javax.swing.JTextField();

jTextField2 = new javax.swing.JTextField();

jTextField3 = new javax.swing.JTextField();

jScrollPane1 = new javax.swing.JScrollPane();

jTable1 = new javax.swing.JTable();

jButton1 = new javax.swing.JButton();

jButton2 = new javax.swing.JButton();

jButton3 = new javax.swing.JButton();

jButton4 = new javax.swing.JButton();

label1 = new java.awt.Label();

label2 = new java.awt.Label();

label3 = new java.awt.Label();

jButton5 = new javax.swing.JButton();

jButton6 = new javax.swing.JButton();

jButton7 = new javax.swing.JButton();

jButton8 = new javax.swing.JButton();

jButton9 = new javax.swing.JButton();

setDefaultCloseOperation(javax.swing.WindowConstants.EXIT\_ON\_CLOSE);

jTextField1.setText("0");

jTextField2.setText("0");

jTextField3.setText("0");

jTable1.setModel(new javax.swing.table.DefaultTableModel(

new Object [][] {

},

new String [] {

"Lower", "Upper", "Step", "Result"

}

));

jScrollPane1.setViewportView(jTable1);

jButton1.setText("Add");

jButton1.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton1ActionPerformed(evt);

}

});

jButton2.setText("Delete");

jButton2.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton2ActionPerformed(evt);

}

});

jButton3.setText("Calculate");

jButton3.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton3ActionPerformed(evt);

}

});

jButton4.setText("Load list");

jButton4.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton4ActionPerformed(evt);

}

});

label1.setText("Step:");

label2.setText("Lower:");

label3.setText("Upper:");

jButton5.setText("Clear");

jButton5.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton5ActionPerformed(evt);

}

});

jButton6.setText("Save bin");

jButton6.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton6ActionPerformed(evt);

}

});

jButton7.setText("Load bin");

jButton7.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton7ActionPerformed(evt);

}

});

jButton8.setText("Save text");

jButton8.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton8ActionPerformed(evt);

}

});

jButton9.setText("Load text");

jButton9.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButton9ActionPerformed(evt);

}

});

javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane());

getContentPane().setLayout(layout);

layout.setHorizontalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addGap(33, 33, 33)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jScrollPane1, javax.swing.GroupLayout.PREFERRED\_SIZE, 498, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGroup(layout.createSequentialGroup()

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jTextField1, javax.swing.GroupLayout.PREFERRED\_SIZE, 90, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(label2, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addGap(18, 18, 18)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jTextField2, javax.swing.GroupLayout.PREFERRED\_SIZE, 90, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(label3, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addGap(18, 18, 18)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(label1, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jTextField3, javax.swing.GroupLayout.PREFERRED\_SIZE, 90, javax.swing.GroupLayout.PREFERRED\_SIZE))))

.addGap(18, 18, 18)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)

.addComponent(jButton9, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)

.addComponent(jButton3, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton2, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton1, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton4, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton5, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton6, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton7, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(jButton8, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)))

.addContainerGap(javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE))

);

layout.setVerticalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addContainerGap()

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addComponent(jScrollPane1, javax.swing.GroupLayout.PREFERRED\_SIZE, 257, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING, false)

.addComponent(label2, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT\_SIZE, 22, Short.MAX\_VALUE)

.addComponent(label3, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE))

.addComponent(label1, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED\_SIZE, 20, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)

.addComponent(jTextField1, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jTextField2)

.addComponent(jTextField3, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addContainerGap(53, Short.MAX\_VALUE))

.addGroup(layout.createSequentialGroup()

.addComponent(jButton1)

.addGap(18, 18, 18)

.addComponent(jButton2)

.addGap(18, 18, 18)

.addComponent(jButton3)

.addGap(18, 18, 18)

.addComponent(jButton4)

.addGap(18, 18, 18)

.addComponent(jButton5)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jButton6)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jButton7)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jButton8)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jButton9)

.addContainerGap(25, Short.MAX\_VALUE))))

);

pack();

}// </editor-fold>

LinkedList<RecIntegral> recIntegral = new LinkedList<>();

private void jButton1ActionPerformed(java.awt.event.ActionEvent evt) {

try {

DefaultTableModel dt = (DefaultTableModel) jTable1.getModel();

recIntegral.add(0, new RecIntegral(jTextField1.getText(), jTextField2.getText(), jTextField3.getText()));

dt.insertRow(0, new Object[]{jTextField1.getText(), jTextField2.getText(), jTextField3.getText(), 0});

} catch (NumException ex) {

JOptionPane.showMessageDialog(null, ex);

}

}

private void jButton2ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel dt = (DefaultTableModel) jTable1.getModel();

int row = jTable1.getSelectedRow();

if (row != -1) {

dt.removeRow(jTable1.getSelectedRow());

recIntegral.remove(row);

}

}

private void jButton3ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel dt = (DefaultTableModel) jTable1.getModel();

int row = jTable1.getSelectedRow();

if (row != -1) {

dt.setValueAt(recIntegral.get(row).calculateIntegral(), row, 3);

}

}

private void jButton4ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel dt = (DefaultTableModel) jTable1.getModel();

dt.setRowCount(0);

for (RecIntegral recInt : recIntegral) {

dt.addRow(new Object[]{recInt.getLowerIntegral(), recInt.getUpperIntegral(), recInt.getIntegralStep(), recInt.getIntegralResult()});

}

}

private void jButton5ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel dt = (DefaultTableModel) jTable1.getModel();

dt.setRowCount(0);

}

private void jButton6ActionPerformed(java.awt.event.ActionEvent evt) {

JFileChooser fileChooser = new JFileChooser();

fileChooser.setDialogTitle("Save file binary");

int res = fileChooser.showSaveDialog(null);

if (res == JFileChooser.APPROVE\_OPTION) {

File fopen = fileChooser.getSelectedFile();

ObjectOutputStream saveArray = null;

try {

saveArray = new ObjectOutputStream(new BufferedOutputStream(new FileOutputStream(fopen)));

saveArray.writeObject(recIntegral);

} catch (IOException e) {

e.printStackTrace();

} finally {

try {

saveArray.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

}

private void jButton7ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel dt = (DefaultTableModel) jTable1.getModel();

dt.setRowCount(0);

JFileChooser fileChooser = new JFileChooser();

fileChooser.setDialogTitle("Load file binary");

int res = fileChooser.showOpenDialog(null);

if (res == JFileChooser.APPROVE\_OPTION) {

File fopen = fileChooser.getSelectedFile();

ObjectInputStream loadArray = null;

try {

loadArray = new ObjectInputStream(new BufferedInputStream(new FileInputStream(fopen)));

recIntegral = (LinkedList) loadArray.readObject();

} catch (IOException e) {

e.printStackTrace();

} catch (ClassNotFoundException classErr) {

JOptionPane.showMessageDialog(null, classErr.getMessage());

} finally {

try {

loadArray.close();

} catch (IOException e) {

e.printStackTrace();

}

}

for (RecIntegral recInt : recIntegral) {

dt.addRow(new Object[]{recInt.getLowerIntegral(), recInt.getUpperIntegral(), recInt.getIntegralStep(), recInt.getIntegralResult()});

}

}

}

private void jButton8ActionPerformed(java.awt.event.ActionEvent evt) {

JFileChooser fileChooser = new JFileChooser();

fileChooser.setDialogTitle("Save file text");

int res = fileChooser.showSaveDialog(null);

if (res == JFileChooser.APPROVE\_OPTION) {

File fopen = fileChooser.getSelectedFile();

FileWriter fwriter = null;

try {

fwriter = new FileWriter(fopen);

for (RecIntegral recInt : recIntegral) {

fwriter.write(recInt.getLowerIntegral() + " " + recInt.getUpperIntegral() + " " + recInt.getIntegralStep() + " " + recInt.getIntegralResult() + "\r\n");

}

fwriter.close();

} catch (IOException e) {

e.printStackTrace();

} finally {

if (fwriter != null) {

try {

fwriter.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

}

}

private void jButton9ActionPerformed(java.awt.event.ActionEvent evt) {

DefaultTableModel dt = (DefaultTableModel) jTable1.getModel();

JFileChooser fileChooser = new JFileChooser();

fileChooser.setDialogTitle("Load file text");

int res = fileChooser.showOpenDialog(null);

if (res == JFileChooser.APPROVE\_OPTION) {

File fopen = fileChooser.getSelectedFile();

BufferedReader bufread = null;

FileReader fread = null;

String line;

String[] values;

try {

fread = new FileReader(fopen);

bufread = new BufferedReader(fread);

while (true) {

line = bufread.readLine();

if (line == null) {

break;

}

values = line.split(" ");

try {

recIntegral.add(0, new RecIntegral(values[0], values[1], values[2], values[3]));

dt.addRow(new Object[]{values[0], values[1], values[2], values[3]});

} catch (NumException e) {

e.printStackTrace();

}

}

} catch (IOException e) {

e.printStackTrace();

} finally {

try {

fread.close();

bufread.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

}

/\*\*

\* @param args the command line arguments

\*/

public static void main(String args[]) {

/\* Set the Nimbus look and feel \*/

//<editor-fold defaultstate="collapsed" desc=" Look and feel setting code (optional) ">

/\* If Nimbus (introduced in Java SE 6) is not available, stay with the default look and feel.

\* For details see http://download.oracle.com/javase/tutorial/uiswing/lookandfeel/plaf.html

\*/

try {

for (javax.swing.UIManager.LookAndFeelInfo info : javax.swing.UIManager.getInstalledLookAndFeels()) {

if ("Nimbus".equals(info.getName())) {

javax.swing.UIManager.setLookAndFeel(info.getClassName());

break;

}

}

} catch (ClassNotFoundException ex) {

java.util.logging.Logger.getLogger(JFrame.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (InstantiationException ex) {

java.util.logging.Logger.getLogger(JFrame.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (IllegalAccessException ex) {

java.util.logging.Logger.getLogger(JFrame.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (javax.swing.UnsupportedLookAndFeelException ex) {

java.util.logging.Logger.getLogger(JFrame.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

}

//</editor-fold>

/\* Create and display the form \*/

java.awt.EventQueue.invokeLater(new Runnable() {

public void run() {

new JFrame().setVisible(true);

}

});

}

// Variables declaration - do not modify

private javax.swing.JButton jButton1;

private javax.swing.JButton jButton2;

private javax.swing.JButton jButton3;

private javax.swing.JButton jButton4;

private javax.swing.JButton jButton5;

private javax.swing.JButton jButton6;

private javax.swing.JButton jButton7;

private javax.swing.JButton jButton8;

private javax.swing.JButton jButton9;

private javax.swing.JScrollPane jScrollPane1;

private javax.swing.JTable jTable1;

private javax.swing.JTextField jTextField1;

private javax.swing.JTextField jTextField2;

private javax.swing.JTextField jTextField3;

private java.awt.Label label1;

private java.awt.Label label2;

private java.awt.Label label3;

// End of variables declaration

}